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Enunciado

Se pide:

1. Creamos una carpeta para el proyecto: Proyecto1
2. En esta carpeta creamos 2 subcarpetas: Codigo1 y Codigo2
3. Creamos archivos texto con el Wordpad en las carpetas.
4. En Proyecto1: uno.txt y dos.txt
5. En Codigo1: tres.txt y cuatro.dat
6. En Codigo2: cinco.txt
7. Iniciamos la carpeta Proyecto1 como repositorio GIT
8. Configuramos nuestro usuario y correo
9. En el archivo exclude, que está en la carpeta oculta .git, excluimos los archivos con extensión \*.dat
10. Ahora preparamos los archivos para llevarlos al Stage
11. Comprobamos lo realizado con git status
12. Confirmamos lo que hay en el Stage al Repositorio
13. Modificamos los archivos uno.txt y cinco.txt
14. Comprobamos de nuevo el estado
15. Ver las diferencias entre los archivos con git diff
16. Preparamos los archivos cambiados
17. Confirmamos al Repositorio.
18. Ver mediante log los commits realizados.
19. Restauramos los archivos uno.txt y cinco.txt de uno en uno al Working Directory
20. Comprobamos de nuevo el estado.
21. Crear el repositorio nuevo en GitHub
22. Crear el enlace desde GIT al Repositorio remoto en GitHub
23. Ver los enlaces que tenemos
24. Subir a GitHub el repositorio local
25. Comprobar en GitHub la presencia del repositorio con los ficheros subidos.

Seguir esta secuencia e ir en cada paso poniendo en el informe lo realizado, los resultados y la explicación. Vayan capturando pantallas de todo el proceso.

Recuerden que en el informe deben de estar detallados los comandos ejecutados, sus resultados y su explicación.

Incluir como siempre el Índice, Enunciado y Objetivos.
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Objetivo de la practica

El objetivo de esta práctica es enseñar el uso de software de control de versiones, donde nos da ventajas a la hora de crear software, ya que nos permite mantener una copia de seguridad de nuestro código por versiones, en caso de que un cambio haga que el código no compile.

El uso de control de versiones actualmente estrictamente necesario, sobretodo, en equipos, ya que muchas personas trabajando en un solo proyecto con mucho código puede generar conflictos, y para poder evitar eso, se puede utilizar herramientas incluidas en Git para revertir los cambios y volver a utilizar una versión que funcione correctamente.

Introducción a Git y control de versiones.

Git es un software de control de versiones diseñado por Linus Torvalds, pensando en la eficiencia y la confiabilidad del mantenimiento de versiones de aplicaciones cuando éstas tienen un gran número de archivos de código fuente.

Al principio, Git se pensó como un motor de bajo nivel sobre el cual otros pudieran escribir la interfaz de usuario o front end como Cogito o StGIT. Sin embargo, Git se ha convertido desde entonces en un sistema de control de versiones con funcionalidad plena.

Hay algunos proyectos de mucha relevancia que ya usan Git, en particular, el grupo de programación del núcleo Linux.

Control de versiones

¿Qus control de versiones? Pues bien, se define como control de versiones a la gestión de los diversos cambios que se realizan sobre los elementos de algún producto o una configuración del mismo es decir a la gestión de los diversos cambios que se realizan sobre los elementos de algún producto o una configuración, y para los que aún no les queda claro del todo, control de versiones es lo que se hace al momento de estar desarrollando un software o una página web.

Exactamente es eso que haces cuando subes y actualizas tu código en la nube, o le añades alguna parte o simplemente le editas cosas que no funcionan como deberían o al menos no como tú esperarías.